Object-Oriented Programming

Lab # 8

**Important Instructions:**

* You are required to create a **multi-file project** to accomplish each task.
* Indent your code properly.
* Use meaningful variable and function names. Follow the naming conventions.
* Make sure that there are no **dangling pointers** and **memory leaks** in your program.

**Task #1**

Implement the class **MyString** whose declaration is given below:

**class MyString**

**{**

**private:**

**char \*str; *// Pointer to the char array that holds the string***

**int strLength; *// Variable to store the length of the string***

**public:**

***// Default constructor to initialize the string to empty string***

**MyString();**

***// Overloaded constructor***

**MyString(const char \*);**

***// Copy constructor***

**MyString(const MyString&);**

***// Overloaded assignment operator***

**const MyString& operator = (const MyString&);**

***// Display the string on screen***

**void display ();**

***// Returns the length (# of characters excluding the null terminator) of the string***

**int getLength ();**

***// Destructor***

**~MyString();**

***// Overload the relational operators to allow comparison of two MyString objects***

**bool operator == (const MyString&) const;**

**bool operator != (const MyString&) const;**

**bool operator <= (const MyString&) const;**

**bool operator < (const MyString&) const;**

**bool operator >= (const MyString&) const;**

**bool operator > (const MyString&) const;**

***// Concatenating two MyString objects. Returns the new MyString***

**MyString operator + (const MyString&) const;**

***// Concatenates another MyString with the current MyString***

**const MyString& operator += (const MyString&);**

**};**

**Task #2**

Construct a class named **Fraction** containing two integer data members named **num** and **den**, used to store the numerator and denominator of a fraction having the form num/den. The four arithmetic operations on fractions are defined by the following rules:

Addition: ![](data:image/x-wmf;base64,183GmgAAAAAAAMAXQAQACQAAAACRTQEACQAAA6cBAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQATAFxIAAAAmBg8AGgD/////AAAQAAAAwP///7D///+AFwAA8AMAAAsAAAAmBg8ADABNYXRoVHlwZQAA0AAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAKyAF4CBQAAABMCngNIAAUAAAAUArIAbAYFAAAAEwKeA1YEBQAAABQCUADhEwUAAAATAgAEPxEcAAAA+wIg/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuK7zd8Gu83cgQPV3bxpmSwQAAAAtAQEACAAAADIKlwPaFgEAAAApeQgAAAAyCpcDgRQBAAAAKnkIAAAAMgqXA68SAQAAACh5CAAAADIKvwHUEQEAAAApeQgAAAAyCr8Bxw8BAAAAKnkIAAAAMgq/AX8KAQAAACp5CAAAADIKvwGXCAEAAAAoeRwAAAD7AiD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4rvN3wa7zdyBA9XdvGmZLBAAAAC0BAgAEAAAA8AEBAAgAAAAyCpcDtRUBAAAAZHkIAAAAMgqXA00TAQAAAGJ5CAAAADIKvwHzEAEAAABjeQgAAAAyCr8Bkw4BAAAAYnkIAAAAMgq/AbMLAQAAAGR5CAAAADIKvwFECQEAAABheQgAAAAyCpcDiAUBAAAAZHkIAAAAMgohAmkEAQAAAGN5CAAAADIKlwNrAQEAAABieQgAAAAyCiECPQABAAAAYXkcAAAA+wIg/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAHcZCixA8RIAuK7zd8Gu83cgQPV3bxpmSwQAAAAtAQEABAAAAPABAgAIAAAAMgq/ATINAQAAACt5CAAAADIKoAIfBwEAAAA9eQgAAAAyCqAC1wIBAAAAK3kKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQBLbxpmSwAACgAhAIoBAAAAAAIAAABc8xIABAAAAC0BAgAEAAAA8AEBAAMAAAAAAA==)

Subtraction: ![](data:image/x-wmf;base64,183GmgAAAAAAACAXQAQACQAAAABxTQEACQAAA6cBAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAQgFxIAAAAmBg8AGgD/////AAAQAAAAwP///7D////gFgAA8AMAAAsAAAAmBg8ADABNYXRoVHlwZQAA0AAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAKyAF4CBQAAABMCngNIAAUAAAAUArIATAYFAAAAEwKeAzYEBQAAABQCUABZEwUAAAATAgAEtxAcAAAA+wIg/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuK7zd8Gu83cgQPV3bRlmygQAAAAtAQEACAAAADIKlwM6FgEAAAApeQgAAAAyCpcD7RMBAAAAKnkIAAAAMgqXAycSAQAAACh5CAAAADIKvwFMEQEAAAApeQgAAAAyCr8BSw8BAAAAKnkIAAAAMgq/ATsKAQAAACp5CAAAADIKvwFfCAEAAAAoeRwAAAD7AiD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4rvN3wa7zdyBA9XdtGWbKBAAAAC0BAgAEAAAA8AEBAAgAAAAyCpcDFRUBAAAAZHkIAAAAMgqXA8USAQAAAGJ5CAAAADIKvwFrEAEAAABjeQgAAAAyCr8BIw4BAAAAYnkIAAAAMgq/AWMLAQAAAGR5CAAAADIKvwEMCQEAAABheQgAAAAyCpcDaAUBAAAAZHkIAAAAMgohAkkEAQAAAGN5CAAAADIKlwNrAQEAAABieQgAAAAyCiECPQABAAAAYXkcAAAA+wIg/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAAGkaCohQ5RIAuK7zd8Gu83cgQPV3bRlmygQAAAAtAQEABAAAAPABAgAIAAAAMgq/AdYMAQAAAC15CAAAADIKoALzBgEAAAA9eQgAAAAyCqACywIBAAAALXkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQDKbRlmygAACgAhAIoBAAAAAAIAAABs5xIABAAAAC0BAgAEAAAA8AEBAAMAAAAAAA==)

Multiplication: ![](data:image/x-wmf;base64,183GmgAAAAAAAMARQAQACQAAAACRSwEACQAAA4cBAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQATAERIAAAAmBg8AGgD/////AAAQAAAAwP///7D///+AEQAA8AMAAAsAAAAmBg8ADABNYXRoVHlwZQAA0AAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAKyAF4CBQAAABMCngNIAAUAAAAUArIA+gUFAAAAEwKeA+QDBQAAABQCUAD3DQUAAAATAgAEVQscAAAA+wIg/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuK7zd8Gu83cgQPV3DhpmmQQAAAAtAQEACAAAADIKlwPYEAEAAAApeQgAAAAyCpcDiw4BAAAAKnkIAAAAMgqXA8UMAQAAACh5CAAAADIKvwHqCwEAAAApeQgAAAAyCr8B6QkBAAAAKnkIAAAAMgq/AQ0IAQAAACh5CAAAADIKoAKtAgEAAAAqeRwAAAD7AiD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4rvN3wa7zdyBA9XcOGmaZBAAAAC0BAgAEAAAA8AEBAAgAAAAyCpcDsw8BAAAAZHkIAAAAMgqXA2MNAQAAAGJ5CAAAADIKvwEJCwEAAABjeQgAAAAyCr8BuggBAAAAYXkIAAAAMgqXAxYFAQAAAGR5CAAAADIKIQL3AwEAAABjeQgAAAAyCpcDawEBAAAAYnkIAAAAMgohAj0AAQAAAGF5HAAAAPsCIP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAACRGgrCUOUSALiu83fBrvN3IED1dw4aZpkEAAAALQEBAAQAAADwAQIACAAAADIKoAKhBgEAAAA9eQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtAJkOGmaZAAAKACEAigEAAAAAAgAAAGznEgAEAAAALQECAAQAAADwAQEAAwAAAAAA)

Division: ![](data:image/x-wmf;base64,183GmgAAAAAAAIAQgAYACQAAAAARSAEACQAAA5UBAAAEABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgAaAEBIAAAAmBg8AGgD/////AAAQAAAAwP///6T///9AEAAAJAYAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAEIAAAA+gIAAAgAAAAAAAAABAAAAC0BAAAFAAAAFAJcAFoCBQAAABMCSANEAAUAAAAUAkgD1AQFAAAAEwI0Br4CCAAAAPoCAAAQAAAAAAAAAAQAAAAtAQEABQAAABQCXACiBAUAAAATAjQGdgAFAAAAFAJwARkNBQAAABMCIAV3ChwAAAD7AiD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgC4rvN3wa7zdyBA9XdVGmanBAAAAC0BAgAIAAAAMgq3BK4PAQAAACl5CAAAADIKtwStDQEAAAAqeQgAAAAyCrcE5wsBAAAAKHkIAAAAMgrfAgwLAQAAACl5CAAAADIK3wK/CAEAAAAqeQgAAAAyCt8C4wYBAAAAKHkcAAAA+wIg/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AuK7zd8Gu83cgQPV3VRpmpwQAAAAtAQMABAAAAPABAgAIAAAAMgq3BM0OAQAAAGN5CAAAADIKtwSFDAEAAABieQgAAAAyCt8C5wkBAAAAZHkIAAAAMgrfApAHAQAAAGF5CAAAADIKLQbsAwEAAABkeQgAAAAyCrcE1QIBAAAAY3kIAAAAMgpBA2MBAQAAAGJ5CAAAADIKywE9AAEAAABheRwAAAD7AiD+AAAAAAAAkAEAAAACBAIAEFN5bWJvbAAAYBoKjlDlEgC4rvN3wa7zdyBA9XdVGmanBAAAAC0BAgAEAAAA8AEDAAgAAAAyCsADdwUBAAAAPXkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQCnVRpmpwAACgAhAIoBAAAAAAMAAABs5xIABAAAAC0BAwAEAAAA8AECAAMAAAAAAA==)

1. Your class should have a parameterized constructor which will receive two integer values and store them in **num** and **den** respectively. The default values of these two arguments should be 1.
2. Implement a member function **setFraction(int,int)** of the Fraction class which sets the values of num and den to the values passed as arguments into this function.
3. Implement a member function **display()** to display a Fraction on screen in the form num/den. For example, if num is 3 and den is 4 the fraction should be displayed as **3/4**.
4. Overload the **+** operator for adding two Fractions and returning the result.
5. Overload the **–** operator for subtracting two Fractions and returning the result.
6. Overload the **\*** operator for multiplying two Fractions and returning the result.
7. Overload the **/** operator for dividing two Fractions and returning the result.
8. Implement a member function **convertToDouble()** of the Fraction class which returns the value of the Fraction as a double value. For example, if **num** is 3 and **den** is 4, then this function should return 0.75.
9. Write a driver program (main function) which should demonstrate all of the above functions of the Fraction class.
10. Modify your Fraction class so that the above four arithmetic operators can be used to add, subtract, multiply, and divide a Fraction with an integer value.
11. Overload the **+= –= \*= /=** operators for adding, subtracting, multiplying, and dividing a Fraction with another Fraction.
12. Modify the Fraction class so that these four operators (**+= –= \*= /=**) can be used to add, subtract, multiply, and divide a Fraction with an integer value.
13. Implement a member function **reduceToLowestTerms()** of the Fraction class which reduces the Fraction to its lowest form (see Page 262 in Lafore’s book). Use this function in the previously implemented member functions of the Fraction class, so that the Fraction resulting from each arithmetic operation is in its lowest form.
14. Implement the copy constructor for the Fraction class.
15. Overload the assignment operator for the Fraction class.
16. Overload the **==** operator to determine whether two Fractions are equal or not.
17. Overload the **<** operator to determine whether one Fraction is smaller than another Fraction.
18. Overload the **>** operator to determine whether one Fraction is greater than another Fraction.
19. Write a driver program to test the working of all member functions of the Fraction class.